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Software testing is the most common technique used in industry to improve
reliability and quality of software. Unfortunately, testing is mostly a manual
process that reportedly accounts for over half of the typical cost of software
development and maintenance. Symbolic execution [6, 2, 3, 9, 5] was proposed in
the 70s to automate software testing by generating test inputs. During symbolic
execution, the program is run with symbolic (rather than concrete) inputs and
generates a path constraint. This path contraint is updated whenever a condi-
tional statement is executed and encodes the constraints on the input necessary
to reach a given program point. Test generation is performed by solving the
collected constraints using a constraint solver.

Although symbolic execution was proposed almost 35 years ago, we have
hardly seen any practical test generation tool based on this technique. There are
two key reasons behind this: 1) until recently, constraint solving techniques were
not powerful enough to solve constraints that arise during symbolic execution of
most real-world programs, and 2) constraints generated during symbolic execu-
tion of real-world programs often fall under theories that are not decidable. The
first issue has been addressed by the recent advances in SAT and SMT solving
techniques.

In this talk, I will describe concolic testing [4, 12, 10, 11, 7] (also known as
directed automated random testing or dynamic symbolic execution), a technique
that addressed the second challenge associated with symbolic execution and thus
paved the way for development of practical automated test generation tools.
Concolic testing improves classical symbolic execution by performing symbolic
execution of a program along a concrete execution path. Specifically, concolic
testing executes a program starting with some given or random concrete input.
It then gathers symbolic constraints on inputs at conditional statements during
the execution induced by the concrete input. Finally, a constraint solver is used
to infer variants of the concrete input to steer the next execution of the pro-
gram towards an alternative feasible execution path. This process is repeated
systematically or heuristically until all feasible execution paths are explored or
a user-defined coverage criteria is met.

A key observation in concolic testing is that intractability in symbolic ex-
ecution can be alleviated using concrete values: whenever symbolic execution
generates a constraint that is beyond a decidable theory, one can simplify this
constraint by replacing some of the symbolic values with concrete values. In these
cases, the concolic execution degrades gracefully by leveraging concrete values
to keep the path constraint decidable.



Concolic testing and its variants are now the underlying technique of several
popular testing tools: UIUC’s CUTE and jCUTE1, Stanford’s KLEE2 tool uses
an approach similar to concolic testing, UC Berkeley’s CREST3 and BitBlaze4,
UCLA’s SPLAT [8]. Concolic testing technology is now used in industrial prac-
tice at Microsoft (Pex5, YOGI6) and IBM (Apollo [1]).
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